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Abstract

Objective: The main objective of our study is to assess whether the use of UML (Unified Modeling Language) object diagrams improves comprehensibility of software design when this kind of diagrams is added to UML class diagrams.

Method: We have conducted a family of four controlled experiments. We involved groups of bachelor and master students.

Results: Results suggest that the use of object diagrams does not always introduce significant benefits in terms of design comprehensibility. We found that benefits strongly depend on the experience of participants and their familiarity with UML. More experienced participants achieved better design comprehensibility when provided with both class and object diagrams, while less experienced seemed to be damaged when using class and object diagrams together. Results also showed the absence of substantial variations in the time needed to comprehend UML models, with or without object diagrams.

Implications: Our results suggest that it is important to be aware and take into account experience and UML familiarity before using object diagrams in software modeling.
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1. Introduction

Software engineering community has developed a number of methods and approaches to model software systems. Most of them use the Unified Modeling Language (UML) [1] as the notation to represent structural and behavioral properties of object-oriented software systems. The class diagram is the main building block and it is used to represent object (or conceptual) models during analysis and design [2]. In the analysis phase, class diagrams are used to model entities (or objects of the problem domain) by reporting for each entity some attributes and operations, and relationships among entities. In the design phase, classes are elements of the solution domain.

At class-level we can think of a software system as made up of classes and their associations. To define the behavior of a software, developers write classes that refer to each other. Though, if we observe the program during its execution (i.e., at run-time) we see it as made up of objects linked to each other and interacting; this is the object perspective. Currently the prevailing perspective in the object-oriented community is the class-based. That is, class diagrams are used more frequently than object diagrams.

However, also object diagrams are recognized useful, especially when added to class diagrams. Object diagrams provide a complete or partial view of the structure of a software system at run-time in a given instant [3]. This is even more useful in the analysis phase, where class diagrams added with object diagrams are used to capture the concepts of problem domain of a system and to highlight relationships among these concepts [2]. A very few evaluations have been conducted in the literature with the goal of assessing object diagram benefits in the software development life cycle [4].

In this paper, we present a family of four controlled experiments to study whether the use of UML object diagrams improves design comprehension of a software system when this kind of diagrams is added to class diagrams. The context of the original (or baseline) experiment [5] is constituted of a group of 17 master students in Computer Science at the Polytechnic of Turin. Our first replication was performed at the same university with 17 bachelor students of a Computer Engineering course. Other two experiments are external replications conducted with a group of 24 master students in Computer Science at the University of Basilicata [6] and a group of 66 bachelor students in Computer Science at the University of Genova.

Our study extends [5] and [6]. With respect to these papers, we provide here the following new contributions:
1. Two further replications are presented;
2. Data analysis of individual experiments is presented in unified way. That is, for each experiment we have adopted the same analysis strategy. Therefore, data from experiments already published (i.e., [5, 6]) have been reanalyzed;
3. Results from our family of experiments are also discussed considering two important context factors (IT experience[1] and familiarity with UML).
4. A more thorough discussion of results is reported;
5. Practical implications for our results are discussed from both the practitioner and the researcher perspectives.

The paper is organized as follows: we discuss in Section 2 a subset of the related literature concerning experiments aimed at assessing the use of UML in comprehension tasks. In Section 3 we present the goal, the research questions, and the experimental objects of our family of experiments. Then, we provide an overview of the original experiment and describe the design and execution of the three replications. In this section differences among the experiments and analysis method are highlighted as well. We present the family data analysis in Section 4, while we discuss the results of the family of experiments in Section 5. Threats to validity are discussed in Section 6, while remarks and future directions for our research conclude the paper.

2. Related Work

Researchers are looking for ways to improve the comprehension of the various artifacts produced in the software development process. In the early 80s, Woodfield et al. [7] analyzed how different types of modularization approaches and the availability of comments affected the comprehension of programs. In the late 90s, Agarwal et al. [8] compared the comprehension of object-oriented models (tending to focus more on structure) with process-oriented models (tending to emphasize the behavior). The latter kind of models was found to be easier to understand when dealing with complex tasks, whilst no significant difference was observed on simpler tasks.

[1] We use this term since we believe that building IT experience is a long piecemeal process that starts during the university year – if not even earlier – and during such years get systematized.
From the early 2000s, several researchers focussed on: (1) analyzing the comprehension of the various UML diagrams (also comparing them with other kind of diagrams), (2) finding ways to improve the comprehensibility of UML diagrams (e.g., adding stereotypes) and, (3) analyzing the usage of UML diagrams to comprehend other artifacts, such as requirements or code [9,10,11,12]. This was mainly due to the diffusion of UML both in the academy and in the software industry. In this section, we discuss the literature concerning empirical studies aimed at assessing the comprehensibility of UML models and the use of UML models to comprehend other artifacts. These studies cover the majority of the UML diagrams: Class diagrams, Use Case diagrams, Sequence diagrams, Statechart diagrams\textsuperscript{2}, Activity diagrams, Collaboration diagrams\textsuperscript{3} and Object diagrams. A systematic literature review concerning empirical evaluations on the models and forms used in UML has been conducted by Budgen et al. [4].

**Class diagrams.** An empirical investigation concerning the comprehensibility of class diagrams is proposed by Yusuf et al. [13]. The authors used eye-tracking equipment to assess participants’ comprehension in the context of software design problems. Results indicate that more experienced participants prefer to use stereotype information, coloring, and layout to promote the exploration and the navigation of class diagrams.

De Lucia et al. [14] presented results of three controlled experiments involving university students having the goal of comparing the comprehensibility of class diagrams and entity relationship diagrams during maintenance tasks on data models. Results suggested that UML class diagrams are better in terms of comprehensibility but the support given by the two notations during maintenance activities is identical.

Purchase et al. [10] executed an experiment evaluating the comprehension level of five independent “notational variations” for UML class diagrams. These diagrams differed only in the presentation style (e.g., inheritance arcs can be visually presented in overlapped or disjoint way). They found that there is no a best notation; the best performing notation depends on the task for which it is used. Later, the same authors [15] performed a similar experiment but focusing on stylistically different collaboration diagrams. Also in this case results were inconclusive. However, the participants’ preferences

\textsuperscript{2}In UML 2, they are called State Machine diagrams.

\textsuperscript{3}In UML 2, they are called Communication diagrams.
were always in favor of the more concise variants.

A family of controlled experiments to assess the effectiveness of stereotypes in class diagrams to comprehend object-oriented applications in the telecommunication domain is described by Staron et al. [11]. Results suggest that the use of stereotypes significantly helps the participants in improving their comprehension. Similarly, in [16][17] a family of experiments with bachelor, master, and PhD students is presented to compare the comprehensibility of the Conallen’s UML profile with respect to bare UML for modeling Web applications. Differently to [11], stereotypes seem scarcely useful in understanding. The main finding of that family of experiments is that stereotypes reduce the gap between more experienced and less experienced participants.

**Use Case diagrams** have been empirically investigated by Andrew and Drew [18] with the goal of understanding whether they improve the effectiveness of textual use cases by providing visual clues. The investigation was conducted by providing a group of students only with use cases (control group) or use cases augmented with use case diagrams (treatment group). Results show that students employing both use case diagrams and use cases achieve a significantly higher level of understanding. In another paper [19], the comprehensibility of requirements models expressed in two visual modeling notations, Use Case, which is a scenario-base language, and Tropos, which exploits goal-oriented modeling, is compared. This experimental evaluation has been conducted within a family of controlled experiments involving 79 university students overall. The experimental results showed that Tropos models seem to be more comprehensible, although more time consuming than Use Case models.

**Sequence diagrams** have been considered in several empirical studies. For instance, Xie et al. [20] focussed on sequence diagrams used to model multi-threaded concurrency. In particular, they proposed a variation of this kind of diagram called synchronization adorned UML (saUML) sequence diagram. Xie et al. evaluated saUML sequence diagrams by mean of an empirical experiment. A statistically significant benefit from adopting saUML sequence diagrams was found, thus the authors concluded that this variant of sequence diagrams improves the comprehension of concurrent programs.

A family of three experiments, involving undergraduate computer science students, carried out to investigate the influence of using stereotypes in UML sequence diagrams is presented by Cruz-Lemus et al. [21]. In particular, the authors studied the compressibility of UML sequence diagrams with and without stereotypes from three different perspectives: semantic, retention,
and transfer. The authors found that the use of stereotypes improves comprehensibility, particularly for participants not familiar with the application domain of the object under study.

Gravino et al. [22] present a controlled experiment executed with bachelor students to assess whether comprehension of software requirements is influenced by the use of dynamic models abstracted by employing sequence diagrams. The most important result was: the difference in comprehension of system requirements is not statistically significant when using or not dynamic models. On the contrary, results from an external replication conducted with more experienced participants (i.e., master students) showed that the use of dynamic models facilitates comprehension of requirements. Results were confirmed in three subsequent replications conducted in Italy and Spain with professionals and master and Ph.D students [9].

Finally, Glezer et al. [23] compare two types of interaction diagrams (sequence and collaboration) in two application domains: management information systems and real-time systems. Results suggest that collaboration diagrams are easier to comprehend than sequence diagrams in real-time systems, but this is not true in management information systems; in these last systems there is no difference in comprehension of the two diagram types.

Statechart diagrams have been extensively empirically investigated, too. For example, Cruz-Lemus et al. [24] studied the impact of composite states (which allow to group related states) on understandability of UML statechart diagrams. They carried out three empirical studies, consisting of five experiments in total using relatively small statechart diagrams as experimental objects while, as participants, they employed undergraduate and graduate students of Computer Science at several universities, along with a number of professionals with an average of two years of experience in UML modeling. The authors stated that the use of composite states improves understandability and efficiency when statechart diagrams are consulted/analyzed. Nevertheless, participants experience with statechart diagrams was considered essential to gain the improved understandability.

Activity diagrams have been empirically investigated in comprehensibility context. For this kind of diagrams, we selected two papers. The first work [25] reports on two controlled experiments aimed at comparing UML activity diagrams and the event-driven process chains (EPCs). The main objective of that comparison concerned the model understandability from the perspective of both requirements engineers and customers. In the case of requirements engineers, better performances have been obtained when par-
participants use activity diagrams. On the other hand, the customers do not get significant differences in terms of business process understandability, when they use both the business process visual notations.

Reggio et al. [26] presented the results from two experiments with bachelor and master students. These experiments have been conducted to assess whether the level of formality/precision in business process modeling, based on UML activity diagrams, influences two aspects of comprehensibility: correctness of understanding and task completion time. Considered styles were: a precise style (with specific rules and imposed constraints) and an ultra-light style (no rules, no imposed constraints). Results indicate that: the participants achieved a significantly better comprehension level with the precise style, the used style did not have any significant impact on the effort and more experienced participants benefited more from the precise style than the ultra-light style.

Object diagrams and inexperienced students have been considered in the experiment by Thomas et al. [27]. The authors involved a group of first year programming students attempting multiple-choice code tracing questions on an object-oriented program. Students were provided (or not) with partially completed object diagrams. The goal of the experiment was testing the experimental group (source code provided with objects diagrams) against the control group (source code provided without objects diagrams). The conjecture is that the students belonging to the experimental group would do better than the control group since they had at least some help. This turned out not to be the case since results were inconclusive. Results obtained by Thomas et al. [27] reinforce our findings: the use of object diagrams does not always introduce significant benefits in terms of comprehension, but it depends on IT experience and familiarity with UML. In addition, results of two out of four conducted experiments were consistent with those by Thomas et al. [27]: providing inexperienced students with object diagrams do not improve their understanding. Although this study might be considered similar to that we present in this paper, there are two remarkable differences: type of empirical study (controlled experiment vs. family of experiments involving students with different IT experience and different familiarity levels with UML) and type of comprehension questions (code tracing questions vs. more

\[^4\]Code tracing questions require students to demonstrate their understanding of code’s execution, or describing what the code does in general.
3. The Family of Experiments

In this section, we present the goal of our family of experiments, research questions, and used experimental objects. Then, we present an overview of both baseline experiment and three replications. Finally, we summarize differences among experiments in our family and data analysis procedure adopted to compare results from individuale experiments.

Baseline experiment (also PoliTo1, from here on) \cite{5} was carried out at the Polytechnic of Turin in 2003. It was first internally replicated in 2004 (PoliTo2, from here on) and later it was externally replicated two times: at the University of Basilicata in 2010 (UniBas, from here on) \cite{6} and at the University of Genova in 2011 (UniGe, from here on). External replications allowed us to increase external validity. For replication purposes, we made available on the web an experimental package and the raw data of all the experiments. To design and execute the experiments, we followed the guidelines proposed in \cite{28, 29}.

3.1. Goal and Research Questions

On the basis of the Goal Question Metric (GQM) template \cite{30}, the goal of our family of experiments can be defined as follows:

**Goal:** Analyze the use of UML object diagrams with the purpose of assessing whether they improve design comprehensibility of software design when these diagrams are added to UML class diagrams. The quality focus is to ensure high comprehensibility, taking the perspective of both Researchers, evaluating how effective are object diagrams, and Project managers, evaluating the possibility of adopting object diagrams in their organizations, in the context of students having different IT experience and different familiarity with UML.

In our family of experiments, we formulated and investigated the following two research questions:

**RQ1** Does the effectiveness to comprehend software design vary when object diagrams are used together with class diagrams?

\footnote{www2.unibas.it/gscanniello/ObjectDiagrams/}
**RQ2** Does the *effort* required to complete a comprehension task vary when object diagrams are used together with class diagrams?

### 3.2. Experimental Objects

We used the following four experimental objects in all the experiments:

**FS.** The File System Manager handles folders, files, and links. Folders can contain other elements (e.g., files), while links refer to other elements in the file system (e.g., folders). Both the used class diagram (up) and object diagram (down) are shown in Figure 1.

**R.** The Roads system handles maps made up of cities connected by means of roads. Each road starts and ends in a city. Furthermore, a road is characterized by a length;

**T.** Train is a system to manage timetables, trains, and paths;

---

6We consider the time as an approximation for effort. This is almost customary in literature (e.g., [12]) and it is compliant with the ISO/IEC 9126 standard, namely effort is the productive time associated with a specific project task.
Table 1: Characteristics of experimental objects used in the family of experiments.

<table>
<thead>
<tr>
<th>Object</th>
<th>Class diagram</th>
<th>Object diagram</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Classes</td>
<td>Instances</td>
</tr>
<tr>
<td>FS</td>
<td>4</td>
<td>8</td>
</tr>
<tr>
<td>R</td>
<td>2</td>
<td>9</td>
</tr>
<tr>
<td>T</td>
<td>4</td>
<td>15</td>
</tr>
<tr>
<td>C</td>
<td>5</td>
<td>6</td>
</tr>
</tbody>
</table>

C. The Catalogue system collects category of items (e.g., cars) and items (e.g., car models) based on a set of features (e.g., number of doors).

Some details on the experimental objects are shown in Table 1. We used four experimental objects to diversify the application domains so as to reduce external validity threats (see Section 6).

To observe a possible contribution of object diagrams, we selected UML class diagrams having a significant structure (i.e., containing classes with several associations). In particular, the class diagram of File System has a tree-like structure that is achieved by means of an indirect self-loop association (i.e., an instance of the design pattern composite [31]). The class diagram of Roads contains two classes and two associations forming a loop that allows representing a graph, while the class diagram of Trains has four classes forming a cycle and an additional self-loop association on class Station. The Trains system presents a type-instance duality: TrainPath and Station describe a “type”, while Train and Passage can be seen as “instances” of this type. Finally, the class diagram of Catalogue contains cycles (but no self-loop association) and presents a type-instance duality. The used models of the experimental objects can be downloaded from the home page of our family of experiments.

3.3. PoliTo1

17 master students carried out PoliTo1 [5]. They were enrolled at the first year of the Master program in Telecommunication Engineering. Some of them were, or had been, industry professionals. The experiment was a class exercise of a basic course in software development including a quick introduction to UML and object-oriented programming. These students had no previous experience with UML. In their career, they attended only introductory computer science courses.

Participants were required to perform some comprehension tasks on the experimental objects alternating the following treatments:
Table 2: PoliTol experiment design. Class diagram augmented with object diagram (+), only class diagram (-)

- the system is documented using a textual description supplemented by a class diagram only (no object diagram is provided);

+ the system is documented using a textual description supplemented by both a class diagram and an object diagram.

The experiment used a factorial design with two groups, one treatment, and four tasks. Each task was performed on a single experimental object according to the schema shown in Table 2. Participants were randomly assigned to the groups Group 0 and Group 1.

The original experiment was designed to investigate RQ1 only. For this reason only the comprehension level of participants was measured. The comprehension achieved on each experimental object was assessed through a questionnaire. It included four multiple-choice questions with only one correct answer (i.e., closed-ended questions) for each experimental object. Each question could be answered examining provided UML models (depending on the administered treatment: class diagram augmented with object diagram or class diagram only). That is, we designed the experiment so as to the class diagrams alone were sufficient to answer the questions of comprehension questionnaire.

An example of comprehension question for FS is: “Which object types can belong to a Folder object?” To answer this question is sufficient looking at the aggregation present in the class diagram (see on the top of Figure 1) or to consider also the example provided by object diagram (see on the bottom of Figure 1). The correct answer for this question is composed by the following items: Folder, File, and Link.

The comprehension level achieved by a participant has been measured counting the number of correct answers in the comprehension questionnaire (i.e., score). For each experimental object, the comprehension level achieved by a given participant in the experiment ranges in between 0 (null comprehension) and 4 (perfect comprehension).
3.3.1. Summary of Results for PoliTo1

We give here a summary of PoliTo1 results. The interested reader can find further details on this experiment in [5]. Data analysis was performed considering experimental objects alone and together. Results on each object alone revealed a significant statistical difference in favor of object diagrams on FS and T. Given the preliminary nature of PoliTo1, the author accepted 17% of committing Type-I-error instead of 5% [29]. Such an alpha level has been chosen to have the statistical power of the Mann-Whitney test greater than 75%. In all other experiments in our family, we decided to accept a probability of 5% of committing Type-I-error. The analysis of the magnitude of the observed differences, measured using the Cohen’s “d” standardized difference between two groups [32], revealed that the effect size was medium for FS and T and negligible for R and C. A significant positive effect of object diagrams was observed when considering all the experimental objects together. The effect size was small.

3.4. PoliTo2

Participants in PoliTo2 were 17 bachelor students of a Computer Engineering degree. The experiment was a class exercise of an Object-Oriented Programming course, which included an introduction to UML. Before attending this course, students had no previous experience with UML. In particular, they had only attended an introductory programming course and an Algorithms and Data Structures course. Therefore, they had a limited familiarity with UML and a limited experience in software development. Results from this experiment have never been published.

Also in this case the experiment was designed to investigate only RQ1. To reduce the time required to conduct the replication (only one hour and half was available in total) and to adapt the experiment to the limited experience of students, only FS and T were used. We adopted a within-participants counterbalanced design with two tasks and four groups summarized in Table 3. We randomly assigned participants to the four groups shown in table.

3.5. UniBas

We conducted UniBas in 2010 with 24 students of the Master program in Computer Science at the University of Basilicata (Italy) [6]. The experiment

\[7\text{Typically, the effect size is considered negligible for } d < 0.2, \text{ small for } 0.2 \leq d < 0.5, \text{ medium for } 0.5 \leq d < 0.8, \text{ and large for } d \geq 0.8.\]
represented an optional activity of an advanced Software Engineering course.

Before the execution of UniBas, participants have already passed a basic Software Engineering course, where they learned UML. Some of them were, or had been, industry professionals. Thus, we can state that participants in UniBas had a reasonable level of technical maturity and knowledge of UML, requirements engineering, and object-oriented software development.

In this replication, experimental objects were paired in assignments as follows:

**A1.** the pair of objects FS and T;

**A2.** the pair of objects R and C.

We adopted the within-participants counterbalanced design shown in Table 4. This design ensures that each participant work on two tasks (each consisting of an assignment), experimenting alternatively class and object diagrams together (+) or class diagrams alone (-). Participants performed the two tasks without time limit. Participants could have a break between the two tasks. We opted for within-participants counterbalanced design because it allows reducing possible carry-over effects.

We equally distributed high and low ability participants among the four groups (i.e., Group 0, Group 1, Group 2, and Group 3). This was possible

---

**Table 3:** PoliTo2 experiment design. Class diagram augmented with object diagram (+), only class diagram (-).

<table>
<thead>
<tr>
<th>Task</th>
<th>Group 0</th>
<th>Group 1</th>
<th>Group 2</th>
<th>Group 3</th>
</tr>
</thead>
<tbody>
<tr>
<td>Task 1</td>
<td>FS-</td>
<td>FS+</td>
<td>T-</td>
<td>T+</td>
</tr>
<tr>
<td>Task 2</td>
<td>T+</td>
<td>T-</td>
<td>FS+</td>
<td>FS-</td>
</tr>
</tbody>
</table>

**Table 4:** UniBas experiment design. Class diagram augmented with object diagram (+), only class diagram (-).

<table>
<thead>
<tr>
<th>Task</th>
<th>Group 0</th>
<th>Group 1</th>
<th>Group 2</th>
<th>Group 3</th>
</tr>
</thead>
<tbody>
<tr>
<td>Task 1</td>
<td>A1+</td>
<td>A1-</td>
<td>A2+</td>
<td>A2-</td>
</tr>
<tr>
<td>Task 2</td>
<td>A2-</td>
<td>A2+</td>
<td>A1-</td>
<td>A1+</td>
</tr>
</tbody>
</table>

8If a participant is tested first under the condition X and then under the condition Y, he/she could potentially exhibit better or worse performances (with respect to a given dependent variable) under the second condition.
because we asked participants to fill out a pre-questionnaire. In particular, we asked participants their GPA (Grade Point Average) and used this information to assign them to the groups. We equally distributed participants with a GPA less than or equal to 24 (low ability participants) in the four groups in Table 4. This design choice was applied in previous studies (e.g., [9]).

The scope of UniBas is broader than PoliTo1 (i.e., the original experiment). In fact, we also measured comprehension effort to answer RQ2. Therefore, the considered dependent variables are: comprehension level and comprehension effort.

Similarly to PoliTo1, the comprehension level has been assessed by employing a comprehension questionnaire. However, we decided to convert the questions in the comprehension questionnaire in open-ended questions. This allowed to mitigate possible threats to the validity of results. That is, this decreases the possibility participants gave correct answers by chance. Therefore, the comprehension level has been measured using an information retrieval based approach [16]. In particular, correctness of provided answers has been measured using the precision measure. On the contrary, for estimating the completeness of the answers, we exploited the recall measure. To get a single value representing a balance between correctness and completeness of the answers, we used the F-measure (i.e., the harmonic mean between precision and recall). A single value for the comprehension level is obtained computing the overall average of the F-Measure values of all the questions. This mean assumes values ranging from 0 to 1. A value close to 0 indicates a null comprehension of the design, whilst a value close to 1 means a complete comprehension. Further details on that dependent variable comprehension level can be found in [6].

The dependent variable comprehension effort measures the time to accomplish a task. The time was expressed in minutes and was directly recorded by participants by writing down their start and stop times on comprehension questionnaires.

A post-experiment questionnaire was administered at the end of the experiment with the goal of gaining insights about participants’ behavior during the experiment. That is, we used a qualitative approach to explain the quantitative results from experiments. To design this questionnaire, we used standard approaches and scales [33]. This allowed us to reduce possible experimenters’ biases [29].
3.5.1. Summary of Results for UniBas

Table 5 summarizes results in terms of comprehension level (both significance and effect size) of UniBas. For comparison purposes, this table also shows results obtained in the original experiment. The interested reader can found further details in [6].

<table>
<thead>
<tr>
<th>Object</th>
<th>Significance</th>
<th>Effect size</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>PoliTo1</td>
<td>UniBas</td>
</tr>
<tr>
<td>All</td>
<td>yes</td>
<td>yes</td>
</tr>
<tr>
<td>FS</td>
<td>yes</td>
<td>yes</td>
</tr>
<tr>
<td>T</td>
<td>yes</td>
<td>yes</td>
</tr>
<tr>
<td>R</td>
<td>no</td>
<td>yes</td>
</tr>
<tr>
<td>C</td>
<td>no</td>
<td>yes</td>
</tr>
</tbody>
</table>

Table 5: Comparison between PoliTo1 and UniBas in terms of comprehension level

Results confirm (see row “All”) and strengthen findings of baseline experiment, thus increasing our confidence in benefits deriving from the use of object diagrams. Complementing class diagrams with object diagrams improves comprehension of circa 35%.

Regarding the comprehension effort, the experiment did not reveal any significant difference. This result suggests that the provided additional information (i.e., object diagrams) does not require addition effort to complete a comprehension task.

Finally, the analysis of the answers to the post-questionnaires suggests the usefulness of object diagrams. In addition, participants found object diagrams useful to understand the cardinality of associations.

3.6. UniGe

Participants in UniGe were 66 students of the Bachelor program in Computer Science. These students were enrolled in a Software Engineering course of the third year, where they learned UML. As a mandatory activity of this course, students were grouped in teams and allocated on projects to develop a software system using specifications based on UML. As for UniBas, the experiment was conducted as part of laboratory exercises carried out within the course in which the experiment was conducted. Participants had knowledge of object-oriented programming and database systems modeling. To conduct this replication, we used the same design as UniBas.
3.7. Differences Among the Experiments

We introduced some differences in replicated experiments. Some of these differences have been intentionally introduced to improve material and/or data analysis and then to increase the validity of results. Other variations were added because of time constraints (e.g., the laboratory was available only for two hours). We summarize differences as follows:

**Comprehension questionnaire.** Before executing replications, we removed some minimal sources of possible confusion found in the material of PoliTo1. Furthermore, in UniBas and UniGe, we modified questionnaires by turning closed questions into open ones. The rationale for this modification relies on the fact that open questions should reduce participants guess and hence decrease the possibility to give correct answers by chance.

**Dependent variables.** Apart from comprehension, we added effort as dependent variable in UniBas and UniGe. This variable was added to further investigate the effect of object diagrams.

**Experiment design.** For PoliTo2, UniBas and UniGe, we used a within-participants counterbalanced experimental design. On the contrary, a factorial design with two groups, one treatment, and four objects was used in PoliTo1. We added this modification to better analyze the effect of the main factor (i.e., the presence or the absence of object diagrams to execute a comprehension task) and co-factors (e.g., task). Other modifications have been introduced as a natural consequence of having used a different design. Another modification has been introduced in UniBas. That is, a break between two tasks was provided. This modification was introduced to reduce fatigue on the main factor under study. As for UniGe, we had time constraints and then participants did not have a break between tasks.

**Group composition.** As for UniBas, we used the information from a pre-questionnaire to equally distribute high- and low-ability participants among the groups shown in Table 4. In the baselines experiment and in the other replications, participants were randomly assigned to groups.

**Post-experiment survey questionnaire.** As for UniBas, a post-experiment questionnaire was employed.
Table 6: Key features of the four experiments in our family

<table>
<thead>
<tr>
<th></th>
<th>PoliTo1</th>
<th>PoliTo2</th>
<th>UniBas</th>
<th>UniGe</th>
</tr>
</thead>
<tbody>
<tr>
<td>Number of participants</td>
<td>17</td>
<td>17</td>
<td>24</td>
<td>66</td>
</tr>
<tr>
<td>Kind of students</td>
<td>Master</td>
<td>Bachelor</td>
<td>Master</td>
<td>Bachelor</td>
</tr>
<tr>
<td>Geographic distribution</td>
<td>Torino</td>
<td>Torino</td>
<td>Potenza</td>
<td>Genova</td>
</tr>
<tr>
<td>Research questions</td>
<td>RQ1 only</td>
<td>RQ1 only</td>
<td>RQ1 and RQ2</td>
<td>RQ1 and RQ2</td>
</tr>
<tr>
<td>Comprehension questionnaire</td>
<td>Closed answers</td>
<td>Closed answers</td>
<td>Open answers</td>
<td>Open answers</td>
</tr>
<tr>
<td>Design</td>
<td>Factorial 2</td>
<td>Counterbalanced</td>
<td>Counterbalanced</td>
<td>Counterbalanced</td>
</tr>
<tr>
<td>Tasks</td>
<td>4</td>
<td>2</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td>Comprehension level</td>
<td>Score</td>
<td>Score</td>
<td>F-measure</td>
<td>F-measure</td>
</tr>
<tr>
<td>Comprehension effort</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Time limit</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>Break between the tasks</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Group composition</td>
<td>Randomized</td>
<td>Randomized</td>
<td>Blocking factor (Ability)</td>
<td>Randomized</td>
</tr>
<tr>
<td>Post-experiment questionnaire</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Participants’ IT experience</td>
<td>High</td>
<td>Low</td>
<td>High</td>
<td>Low</td>
</tr>
<tr>
<td>Familiarity with UML</td>
<td>Low</td>
<td>Low</td>
<td>High</td>
<td>High</td>
</tr>
<tr>
<td>Empirical strategy</td>
<td>Quantitative</td>
<td>Quantitative</td>
<td>Quantitative and Qualitative</td>
<td>Quantitative</td>
</tr>
</tbody>
</table>

**Data analysis.** Owing to the new dependent variable introduced (i.e., comprehension effort), we considered a new null hypothesis in UniBas and in UniGe. Moreover, in all the replications of our family we accepted the standard probability of 5% of committing Type-I-error instead of 17% as done in the original experiment.

**Participants’ IT experience.** We measured participants’ experience as their level of education, i.e., either bachelor or master. Master students were considered to have high IT experience, while bachelor students low.

**Familiarity with UML.** The familiarity of participants with UML has been measured as high or low. It has been estimated by the lecturer on the basis of UML contents provided to students both in the course where experiment took place and in previous university courses.

We summarize main differences among experiments in Table 6.

### 3.8. Family Analysis Procedure

Since the four experiments have been conducted in different settings and with different number of tasks, we could not combine results and analyze data
as originally gathered. Moreover, the measure to quantify comprehension level in the two experiments conducted at Polytechnic of Turin (PoliTo1 and PoliTo2) is different from the measure used in UniGe and UniBas (score vs. F-measure). We devised a transformation of measures that allowed for a direct comparison of results from our experiments. The idea is to discretize comprehension level (computed as F-measure in the UniBas and UniGe) into a dichotomous variable indicating whether an answer is correct or not (i.e., analogous to the variable used in PoliTo1 and PoliTo2). The threshold we adopted for such discretization is the most conservative one, i.e., correct ⇔ F-measure = 1. This transformation is similar to that used in [34, 35].

After this transformation, we report summary statistics of four experiments in terms of absolute number of correct answers per task (score) with and without object diagrams. Since the distributions of the scores are not normal, we use the median and the median absolute deviation (MAD). We also provided results of the Mann-Whitney test, which were consistently applied in all experiments of our family.

Since the number of questions per task is different among four experiments (namely four in PoliTo2 and eight in the others), the score is not a suitable measure for a comparison among the experiments in our family. Therefore, we decided to build, for each experiment, a contingency matrix of correct/wrong answers vs. the presence/absence of object diagrams.

The contingency table allows us to look at the benefits achievable by object diagrams in terms of odds ratio, which is a measure of effect size that can be used for dichotomous categorical data. An odds ratio indicates the likelihood of occurrence of an event as opposed to non occurrence. Odds ratio is defined as the ratio of the odds of an event occurring in one group (e.g., experimental group) to the odds of it occurring in another group (e.g., control group), or to a sample-based estimate of that ratio. If the probabilities of the event in each of groups are indicated as $p$ (experimental group) and $q$ (control group), then the odds ratio is precisely defined as:

$$ OR = \frac{p/(1-p)}{q/(1-q)} $$

An odds ratio of 1 indicates that the condition or event under study is equally likely in both groups. An odds ratio greater than 1 indicates that the condition or event is more likely in first group. Finally, an odds ratio less than 1 indicates that condition or event is less likely in first group.
Moreover, on the basis of the contingency tables we apply the Fisher exact test, which is well suited for small samples $2 \times 2$ tables [36]. The test allows to check for the existence of a significant difference between two treatments in term of correctness.

We also studied how contexts influenced benefits achievable with object diagrams. The two context factors considered are IT experience and familiarity with UML. Both are ordinal measures that can assume High and Low as the values, respectively. To identify a possible correlation between the two context factors and the experiment outcome we fit a linear model. Given the nature of factors and the lack of other empirical evidence, we opted for simplest model.

4. Family Data Analysis

In this section, we present the results of a data analysis conducted on our family of experiments according to defined research questions.

4.1. RQ1 - Comprehension level

Summary statistics on comprehension level are reported in Table 7. This table reports median and median absolute deviation (MAD) for both treatments. Table 7 also reports p-values the Mann-Whitney test returned. We can observe a statistical significant difference only in UniBas.

Figure 2 shows the boxplots for comprehension level grouped by treatment and experiment. The number of participants is proportional to the widths of boxes. Boxes can be only pairwise compared because experiments differ in both number of tasks and number of questions per task.

As mentioned in Section 3.8, we use the odds ratio of a correct answers to make comparable outcomes of four experiments. Table 8 reports odds ratio
(OR) estimates and 95% confidence interval\(^9\) with p-values of the Fisher test. Based on either the odds ratio confidence interval or the Fisher test, we can reject first hypothesis only for UniBas with a large effect size (OR=1.76), while we cannot reject it for other three experiments. This result is consistent with the analysis summarized in Table 7.

A graphical representation of odds ratios and relative confidence intervals is shown in Figure 3. Both estimates and intervals can be directly compared. We can graphically infer the significance of effect observed in UniBas, and the lack of statistical significance in the other experiments (the lower extreme of CI overcomes the straight line OR=1 only for UniBas).

---

\(^9\)The width of the confidence interval gives us some idea about how uncertain we are about unknown parameter (in our case odds ratio estimate)
The effect of context factors – IT experience and UML familiarity – can be estimated by means of a linear model. Fitting a linear model on four estimates vs. IT experience and UML familiarity levels yields the following equation:

$$OR = 0.73 + 0.67 \cdot MasterITExperience + 0.36 \cdot HighUMLFamiliarity$$  (1)

Where $MasterITExperience$ is 1 for master students and 0 for bachelor students. $HighUMLFamiliarity$ is 1 for participants with a high familiarity with UML and 0 otherwise.

All the three coefficients are statistically significant as well as the overall model ($p$-value = 0.0111). The goodness of fit is very high ($R^2 > 99\%$).\footnote{$R^2$ measures how well a regression approximates the real data points; $R^2=100\%$ indicates that the regression perfectly fits the data.}

### 4.2. RQ2 - Comprehension effort

As far as effort is concerned, only UniBas and UniGe collected timing information. Values are summarized in Figure[4] A statistically significant difference was found neither in UniBas ($p=0.22$) nor in UniGe ($p=0.99$).
5. Discussion

Running a family of experiments rather than an individual experiment provide us with more evidence about external validity – including generalizability – of results \cite{37,38}. The same hypotheses were tested in three distinct contexts (University of Torino, University of Genova, and University of Basilicata) employing two different profiles of participants (master and bachelor students) having different familiarity with UML.

The first result that emerges from our family of experiments is that the use of object diagrams does not always introduce significant benefits in terms of design comprehension. Our result partially contrasts a general belief that UML object diagrams are useful to increase the comprehension of class diagrams in the modeling of object-oriented software systems. For example, Fowler wrote: "Object diagrams are useful for showing examples of objects connected together. In many situations, you can define a structure precisely with a class diagram, but the structure is still difficult to understand. In these
situations, a couple of object diagram examples can make all the difference [3].

We found that the variability of our results strongly depends on two co-factors: IT experience and UML familiarity. These co-factors play an important role in our family of experiments. Students having a higher IT experience (master) and high UML familiarity obtained clear benefits. On the contrary, less experienced participants (i.e., bachelor students) having low UML familiarity obtained no advantage from the usage of object diagrams (this outcome is consistent with the those obtained by Thomas et al. [27]). This is quantitatively shown by the odds ratio that provides a measure of the effect size. More in detail, master students having high UML familiarity improve their comprehension level of UML models of circa two times (OR=1.76), when object diagrams are provided. The improvement is reduced when the familiarity with UML decreases, OR = 1.39 in the PoliTo1 experiment where the students have a low familiarity with UML, and collapse with less IT experienced students (OR=1.08 in UniGe and OR=0.73 in PoliTo2). The relationship between IT experience and UML familiarity and the magnitude of benefits in terms of comprehension of UML models is highlighted by the linear model (equation [1]). From this model, we observe that the coefficient for IT experience is roughly two times larger than the coefficient for UML familiarity, indicating a larger importance of IT experience in determining the magnitude of benefits achievable from the presence of object diagrams.

The fact that students having more IT experience and high UML familiarity obtained the highest benefits in the usage of object diagrams is, in some sense, counter-intuitive. Our result contrast the common belief that specific examples (in our case object diagrams) are more useful than generalizations (in our case class diagrams) for novices while examples are less useful for experienced participants. In our family of experiments, we obtained exactly the opposite. This result probably depends on the capability of participants to integrate different sources of knowledge, namely class diagrams and object diagrams. Some of them are able to quickly find associations between different artifacts and for them object diagrams are useful, while others find this kind of notation more difficult and in this case having or not the objects diagrams does not make difference. We observed a similar phenomenon in the study by Reggio et al. [26], where a precise style and an ultra-light style for modeling business processes were compared. Also in that case, more experienced participants (master students) benefited more from the precise style, in which a combination of UML diagrams has been used to model a busi-
ness process, than less experienced participants. Similarly Abrahão et al. [9] observed that in the case of high ability and more experienced participants the use of sequence diagrams, in combination with other UML notations, improves functional requirements comprehension.

As for comprehension effort, the results confirmed the absence of substantial variations in the time needed to perform a comprehension task, whatever is the treatment applied.

5.1. Implications

We adopted a perspective-based approach to judge practical implications for our family of experiments from the practitioner/consultant (simply practitioner, here on) and the researcher perspectives. To this end, we exploited the reading method inspired by perspective-based and checklist-based reviews suggested Kitchenham et al. [39]. The practical implications suggested by our results can be summarized as follows:

- Comprehension of software design improves when class diagrams and object diagrams are provided together only in certain cases. The improvement depends on the IT experience and the familiarity with UML of participants. This outcome is relevant for practitioner. We should expect an improvement in comprehension only for young software engineers with a little of IT experience and good familiarity with UML. This outcome is also relevant for the researcher. Understanding the reason of such result from a cognitive point of view is a challenge and our results together with those previously published in the literature (e.g., [9], [26]) pose the basis for future work.

- The use of object diagrams could reduce the number of defects originated from the model comprehension. In addition, the use of such a kind of diagram could also positively impact communication among stakeholders. This is true only in case stakeholders have a given experience and familiarity with UML. This implication is clearly relevant for the practitioner.

- Using different layouts for a diagram could lead to different comprehension level of software design. This aspect is relevant for the practitioner, who could be interested in understanding the best way for creating UML class and object diagrams. Even the researcher could be interested in such a result, so investigating why a different layout should
affect comprehension of software design. Although our empirical work has not been specifically designed for pursuing these concerns, our outcomes pose the base for future work. That is, IT experience and UML familiarity have to be taken into account in designing future empirical studies on the effect of layouts on diagram comprehensibility.

- The use of object diagrams induces no additional time burden, while performing a comprehension task. This result is relevant for practitioners/consultants even if this opens an issue that deserves future dedicated empirical investigations: does the use of object diagrams impact on the time to create/maintain UML models? Researchers could be interested in such a kind of future research direction.

- The study focussed on UML models in domains in which participants were familiar with. We cannot claim that, in less familiar domains, the gap in comprehensibility between two treatments (class diagrams plus object diagrams with respect to class diagrams alone) would increase or decrease. However, based on the experience we gained in the family of experiments presented in this paper, we might postulate that the presence of object diagrams should help more in unfamiliar domains. This aspect deserves future investigations. Researchers are particularly interested in such a future research.

- When trying to balance the cost related to the adoption of a new notation, one should also take into account the cost for training stakeholders. In this case, the cost of training is low because object diagrams are well-known. The practitioner is particularly interested in this outcome.

- The adoption of object diagrams as complement to class diagrams does not require a complete and radical process change in any company interested in doing so. This aspect is clearly relevant for the practitioner.

- Although the models were realistic for small-sized software projects, we are not sure that achieved results scale to real software projects. This point is relevant for the practitioner, but it is even more relevant for the researcher interested in assessing whether our results hold also in real projects.
6. Threats to validity

*Internal validity* threats concern factors that may affect results in an undesirable way. To deal with this concern, we have properly chosen the experimental design in UniBas, UniGe and PoliTo2 (within-participants counterbalanced design). To limit fatigue effect, we also introduced a break between the two tasks in UniBas. Fatigue threat is not present in PoliTo2 since only two experimental objects were used by each participant (instead of four). Other possible threats concern information exchanged among participants within the same experiment and among experiments. This was prevented by monitoring participants while performing experimental tasks and by asking them back all material they used. Finally, to avoid apprehension, students were informed that they were not assessed on their performance.

*External validity* concerns the generalization of results. Although the models might appear small, their size has been chosen in accordance to software engineering book recommendations (e.g., [40]). In addition, we chose diagrams to be realistic for small/medium sized comprehension tasks. Therefore, we can argue that used UML models were simple, without being trivial. They were also related to four different domains (file systems, roads, trains, and catalogues). Future empirical investigations are needed to reduce external validity threats. To this end, we plan to conduct case studies on larger and more complex UML models and software. Different and special conceived empirical investigations (i.e., case studies) are needed to assess whether the obtained results hold also in actual projects. Our results pose the basis for such a kind of empirical studies, justifying their need. The use of students as participants may also affect external validity. However, they were trained on software engineering tasks and the execution of these tasks did not require a high level of industrial experience. Then, we can claim that the use of students here is appropriate as suggested in the literature [41, 42]. Working with students has also advantages, such as their prior knowledge being rather homogeneous, so to give a chance to test experimental and initial hypotheses [43] reducing failure risks and related costs. An additional advantage of using students is that the cognitive complexity of the objects under study is not hidden by participants experience. However, the participants in PoliTo1 and UniBas could be considered close to junior software developers. Moreover, Kitchenham et al. [44] argue that using students as participants instead of software engineers is not a major issue, as long as research questions are not specifically focused on experts.
Construct validity threats concern relationships between theory and observations. This kind of threat is related to how comprehension of UML models and time were measured. For comprehension, we used comprehension questionnaires. We carefully defined the questions so that they were neither too complicated, to make tasks impossible to perform, nor too simple, to make it difficult to observe any difference among participants. Answers were quantitatively evaluated using two different approaches: score in PoliTo1 and in PoliTo2 and F-measure in UniBas and in UniGe. These approaches avoid as much as possible any subjective evaluation [11, 17, 45]. As far as IT experience and UML familiarity are concerned, used ordinal measures are a proxy of actual participants’ experience and UML familiarity. Therefore, it is possible that a different measure could lead to different results. Comprehension effort was measured by means of time sheets and was validated qualitatively by researchers. We used this approach because very common in the empirical software engineering community.

Conclusion validity threats concern relationships between treatment and findings. In our family of experiments, we applied non-parametric tests to statistically reject null hypotheses. We opted for non-parametric tests because of sample size and non-normality of data. For rejecting null hypotheses, we exploited the Mann-Whitney and Fisher tests, because they are very robust and sensitive, even with small datasets [46]. In particular, the Fisher test is more accurate than the \( \chi^2 \) test for small sample sizes. To compare the results of the four experiments we: (1) applied some transformations to discretize the comprehension level computed as F-measure (only for UniBas and UniGE), (2) built a contingency matrix of the correct/wrong answers vs. the presence/absence of object diagrams to compare PoliTo2 with the other experiments, (3) for each experiment computed the odds ratio and 95% confidence interval using the contingency table. Given the nature of factors and the lack of other empirical evidence, we used the simplest possible model (i.e., the linear model) to study the effect of the IT Experience and UML familiarity context factors. Finally, the post-experiment questionnaire (intended to get qualitative insights) was designed using standard ways and scales [33]. Finally, we ensure replicability of our experiments by providing an experimental package on the web.
7. Conclusions

In this paper, we report results from a family of controlled experiments aimed at investigating the combined effect of object and class diagrams on comprehensibility of software design. In each experiment, the participants were provided with either class diagrams alone or class and object diagrams together. Participants in our family of experiments were bachelor and master students having different IT experience and familiarity with UML.

Results suggested that participants having different IT experience and UML familiarity achieved different levels of benefit from the use of object diagrams. Our findings partially contrast the common beliefs: higher experienced participants having good UML familiarity benefited more of object diagrams in terms of comprehension than lower experienced participants. We speculate that this result depends on participants’ capability to integrate different sources of knowledge, in our case class diagrams and objects diagrams, that is good for experienced participants and bad for inexperienced ones. As for comprehension effort, our results showed the absence of substantial variations in the effort needed to accomplish a comprehension task.

Based on our experimental results, a project manager should carefully think about the potential benefits of object diagrams considering her/his own industrial context. In a context where the software is developed/maintained by high experienced people with a good UML level, object diagrams could be used because useful. This result could have implications with respect to the use of object diagram in the software industry. From a practical point of view, it would be also crucial knowing whether the additional cost needed to develop object diagrams is adequately paid back by an improved design comprehensibility. In this respect, obtained results justify and draw the need of future empirical studies to assess cost/benefit in the use of object diagrams to improve design comprehensibility. On the other hand, if the software is developed/maintained mainly by low experienced people with modest UML knowledge, it might not be convenient to adopt object diagrams.

The experiments belonging to our family of experiments involved participants possessing different UML familiarity and experience levels and made the use of UML models representing software systems belonging to different domains. Despite such a prominent variety, further empirical studies are highly desirable to provide further evidence or to contradict our results.
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